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# Title

## Bruteforce port scanner In Python

# Requirements

## Hardware Requirements

| Part | Specification |
| --- | --- |
| RAM | 8GB |
| Processor | 3.5GHz |

## Software Requirements

| Software Type | Specifications |
| --- | --- |
| Operating System | Windows 8 Professional |
| Python Version | 2.7.9 |

# Flow Chart

# C:\Users\User\Downloads\Flow Chart.png

# Source Code

*#!/usr/bin/python*\_\_author\_\_ = **‘Group 1’***# 2016, FET, UB  
# Learning python***import** socket,sys,time,datetime,argparse,os  
  
flag = 0 *# we’ll use this flag later*os.system(**'cls'**) *# Clear the console window*line = **"+"** \* 80 *# Just a fancy line consisting '+'*

desc = line+**'''\nA Simple port scanner that works!! (c) digitz.org  
 Example usage: python port\_scanner.py example.com 1 1000  
 The above example will scan the host \'example.com\' from port 1 to 1000  
 To scan most common ports, use: python port\_scanner.py example.com\n'''**+line+**"\n"** *# Just a description about the script and how to use it*

parser = argparse.ArgumentParser(description = desc, formatter\_class=argparse.RawTextHelpFormatter)  
parser.add\_argument(**'host'**, metavar=**'H'**, help=**'Host name you want to scan'**)  
parser.add\_argument(**'startport'**, metavar=**'P1'**, nargs=**'?'**, help=**'Start scanning from this port'**)  
parser.add\_argument(**'endport'**, metavar=**'P2'**, nargs=**'?'**,help=**'Scan until this port'**)  
args = parser.parse\_args()  
  
host = args.host *# The host name to scan for open ports*ip = socket.gethostbyname(host) *# Converts the host name into IP address  
  
# Here, we're checking if both starting port and ending port is defined  
# If it is not defined, we will do a scan over most popular TCP ports.***if** (args.startport) **and** args.endport :  
 *# If this condition is true, the script will scan over this port range* start\_port = int(args.startport)  
 end\_port = int(args.endport)  
**else**:flag = 1  
open\_ports = [] *# This list is used to hold the open ports  
  
# This dictionary contains the most popular ports used  
# You can add ports here.  
# The key is the port number and the values is the service used by that port*common\_ports = {**'21'**: **'FTP'**, **'22'**: **'SSH'**, **'23'**: **'TELNET'**, **'25'**: **SMTP'**, **'53'**: **'DNS'**, **'69'**: **'TFTP'**, **'80'**: **'HTTP'**, **'109'**: **'POP2'**, **'110'**: **'POP3'**, **'123'**: **'NTP'**, **'137'**: **'NETBIOS-NS'**, **'138'**: **'NETBIOS-DGM'**, **'139'**: **'NETBIOS-SSN'**, **'143'**: **'IMAP'**, **'156'**: **'SQL-SERVER'**, **'389'**: **'LDAP'**, **'443'**: **'HTTPS'**, **'546'**: **'DHCP-CLIENT'**, **'547'**: **'DHCP-SERVER'**, **'995'**: **'POP3-SSL'**, **'993'**: **'IMAP-SSL'**, **'2086'**: **'WHM/CPANEL'**, **'2087'**: **'WHM/CPANEL'**, **'2082'**: **'CPANEL'**, **'2083'**: **'CPANEL'**, **'3306'**: **'MYSQL'**, **'8443'**: **'PLESK'**, **'10000'**: **'VIRTUALMIN/WEBMIN'**}

starting\_time = time.time() *# Get the time at which the scan was started***print "+"** \* 40  
**print "\tSimple Port Scanner..!!!"  
print "+"** \* 40  
  
**if** (flag): *# The flag is set, that means the user did not provide any ports as argument* **print "Scanning for most common ports on %s"** % (host)  
**else**:  
 *# The user did specify a port range to scan* **print "Scanning %s from port %s - %s: "** % (host, start\_port, end\_port)  
**print "Scanning started at %s"** %(time.strftime(**"%I:%M:%S %p"**))  
  
  
*# This is the function that will connect to a port and will check  
# if it is open or closed***def** check\_port(host, port, result = 1):  
 *# The function takes 3 arguments  
 # host : the IP to scan  
 # port : the port number to connect* **try**:sock = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
 *# Setting socket timeout so that the socket does not wait forever to complete a connection* sock.settimeout(0.5) *# if the connection was successful, that means the port  
 # is open, and the output 'r' will be zero* r = sock.connect\_ex((host, port))  
 **if** r == 0:  
 result = r  
 sock.close() *# closing the socket* **except** Exception, e:  
 **pass  
 return** result *# returns the result of the scan.  
  
# This function reads the dictonary of ports and services and  
# Checks for the service name corresponding to a port.***def** get\_service(port):  
 port = str(port) *# converts the int to string* **if** port **in** common\_ports: *# check if the port is available in the common ports dictionary* **return** common\_ports[port] *# returns the service name if available* **else**:  
 **return** 0 *# return 0 if no service is identified*

**try**:  
 **print "Scan in progress.."  
 print "Connecting to Port: "**,  
 **if** flag: *# The flag is set, means the user did not give any port range* **for** p **in** sorted(common\_ports): *# So we will scan the common ports.* sys.stdout.flush() *# flush the stdout buffer.* p = int(p)  
 **print** p,  
 response = check\_port(host, p) **if** response == 0: *# The port is open* open\_ports.append(p) *# append it to the list of open ports  
 #if not p == end\_port:* sys.stdout.write(**'\b'** \* len(str(p))) *# This is just used to clear the port number displayed. This is not important at all* **else**:  
*# The user did provide a port range, now we have to scan through that range* **for** p **in** range(start\_port, end\_port+1):  
 sys.stdout.flush()  
 **print** p,  
 response = check\_port(host, p)**if** response == 0: *# Port is open* open\_ports.append(p) *# Append to the list of open ports* **if not** p == end\_port:  
 sys.stdout.write(**'\b'** \* len(str(p)))  
  
 **print "\nScanning completed at %s"** %(time.strftime(**"%I:%M:%S %p"**))  
 ending\_time = time.time()  
 total\_time = ending\_time - starting\_time **print "="** \* 40  
 **print "\tScan Report: %s"** %(host)  
 **print "="** \* 40  
 **if** total\_time <= 60:  
 total\_time = str(round(total\_time, 2))  
 **print "Scan Took %s seconds"** %(total\_time)  
 **else**:  
 total\_time = total\_time / 60  
 **print "Scan Took %s Minutes"** %(total\_time)  
  
 **if** open\_ports: *# There are open ports available* **print "Open Ports: "  
 for** i **in** sorted(open\_ports):  
 service = get\_service(i)  
 **if not** service: *# The service is not in the disctionary* service = **"Unknown service"  
 print "\t%s %s: Open"** % (i, service)  
 **else**:  
 *# No open ports were found* **print "Sorry, No open ports found.!!"  
  
except** KeyboardInterrupt: *# This is used in case the user press "Ctrl+C", it will show the following error instead of a python's scary error* **print "You pressed Ctrl+C. Exiting "** sys.exit(1)

# Output

In bruteforce progress

![C:\Users\User\Pictures\port image.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAU8AAABqCAIAAACzuUSUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAnUSURBVHhe7dhtdvPGDgPgd/+ruku7DAGzMEczluTvBM+PHBCiR47ltKf9B/9LHIR7cA/u4dP6Y2anuAf34B4+rd8Lr1fuwT24h8/sz5i93j24B/fwaf0xs1Pcg3twD5/Wm5mZmZmZmZmZmb0G/i8lsBKzfj+cAKyO4+sFLzwf75dY/RazX+pob99Bn5/mslmecP85eoLmE/a/Vm+k+RfArwOsEqvEKrFKrOy76MPT/HD3H64naD7q0Gt1WfMvgF8HWCVWiVVilVjZd1k8PFwCVtclaK8L6MtYogFWS7o5ZkATOGdTQfuCfmaxg0vAKrFKrIb7sp33gVViJWVl9Cfg5cAqsUqsEqvEyr4OH+DkEbZLNdZPhEWG1uioeQFrRcsxhxoRQut3wn7gnLTRrLR/VA41IgT0J8xefrS3LzN7kK2vsX4iLDK0BqPihbnNNS01B4yhsvbI+7VXtVHhUtHyaFboA+dsKpwze/nR3r6DPj/NpZU11k+ERYbWtHGPzZdoqTm0scz6Tbo8y0r7R+VmcclsRb86mksra6yfCIsMrdFR88LmmpaaQxtL9RUWdOcTcmijwqXA+YLtpOcgjvb2NfAIgVViJarEQtARuaAMnMXYo1ngXmJ1wTaxunU4L+y4b+BqYpVYJVaJVZZj2JkDRmA1KQsvDJfYTnoO4mhvf46/CmZ/Av7UgZWZmZmZmZnZ55j9J6t7cA/u4dP6Y2anuAf34B4+rd8Lr1fuwT24h8/sz5i93j24B/fwaf0xs1Pcg3twD5/Wm5mZmZmZmZmZ2bfA/+UDVi/0vPviZGD1UDw6sZKS82vx3m+6+1s8+5cdz88P+D9sj/fvUe/gLe/m2Td9/fljc9qhc+q+Fb7O0bf97N90PL81NVaAGitAG9+gbv/+t/IEz/6lxvPH5pyj5xzd/zSH3j+WgdVD8ejEKmmDHE70wFmap5vdDO8DWCVWidV1GdjO+8Aqsdq3Xxn92riJBlglVolVYpVYibGvpgJgBFaJVWJ1XQIvzG2uoQyV0QeMwOr4fWsHIaAPnBOr67UK2hf0a/s3zxnPrwYBTvTAWZqn4w2vb6mNZqX90VxaqeOefFNb1nFPVpv9WKIJlTXszKGNa1gubFM1CEHLWa6fCAu6U7lCy6FGhND6/fa/BJsNr82Na9XUzzHs6d+svY82KlwqWu7PpZU67sk3tWUdZ7nBpcL2Yiy1qVyh5dDGMutnZvvoQ2UNs1w/ERZ0p3KFlgPGUFl75J1OvOSQ8Xw0UOOJ/m3q9vpWNCvt78mllTruyTe1ZR1nWWmvuYylNpUrtFzGcmzWZvubvZabuX4iLOhO5QothzaWWb9w4iWHjOejCTqe6AFj4PwCdTO98bNzaaWOmgPGwvaWtqzjPbmMpTaVK+zMocYKa7O1zV7LzVw/ERZ0p3KFlkMbS/UVbtq/ec54fmtqrAA1VoDNMXB+Ad4wsUqsEqvEKssx7MwBo6pSF5DVrG+wpsYeDbBKrBKrLCtoX7TUHc2ABlglVhdsh37EvcQqsUqsLtgmVpeSwzBuwk5huzwfWAleuHXHwD3BCw/CQwUvDJfYHu9tSj8pzfZ2fhz2ePhWASt7Nz6PxMrMzN6P/2ROrF7oXfd9F/y+gfPz8X4XbI8/d65ebJYB/QyXBC8cfD/cE9ojhzbazydS4fUfzbtuynSfc+fkb3zXG9j/8navGiu0PNN2aqyw02xfe80LulYZIbRsVB/HH/loHvVrnj7n9Avh0Mt1GTls9siAJnDed84IVwPn+b72mhd0rTJCgx37Mfs48EkBq8QqsRo+ZbbzPrBKrPbtV0Y/gx1gNZwfeOHWfuXWF/SBc2KVWF2wneNeYrW876baQQBcKmOJJnCen1NhE64GzvN97TUv6FplhAY79oMfyfWHoo1mpf3RXFqp4548ozuaQxtHbaFGhNB6peWevEfbb+NaLddPhDI2m2qtfmooP6tL3Ltgm1hdsJ3j3oWWCDralfa5tFHhUtFyfy6t1HFPXpitrfvCVvrK2iMXlEr7MS9grbDd/XLAMtSIS6GNC9iEGnGpbJYLm/ub5abNzVa20X4+kQqbWWl/Ty6t1HFPvmlcHpugpebQxrLZb5ZBe80zuqM5tHENy0HHMTe4FDgvzyljiSZwvrZ5abPctLnZyjbazydS4WW5tFJHzQFjYTuhO5pDjRUWObSxVF/hRJ7RHc2hxgoLbafGCi0DmsD5OedohrFZ2FxuZRuNnwiwSqwSq8QqyzHszAGjqlIXkNWsb7AGrC7YXvessmwBcusKL0zOCawSq+vzF7ATKqMPGAPnJa5ebJYB/QL3Lthe96yWuJpYJVaPOITDMNp30Mem2cx+IfyRAyszMzPbwH9dJlYv9K77mv1F9cf2lj+8t9zU7I+qPzb/4Zn9crO/cPzxA6vEKrG6LgPbJa4mVsfPqTWEoH2ojD5gBFaJ1fVLEIKWgBFYJVaJVWKVWJm9GL+AW1/NMSvtZ/mmtqyj5gVd28wIQcudOdSIELS8M5u9QfsKtlHhUtFyzDe1ZR01L+jamIP2FXbmgDFU1rLk7o82lllv9jr1FdSvo2al/Z58U1vWUfOCrs1y0XJPDm2EzVLNFma92SvUl0+/iI/KN7VlHTUv6NosFy01B4yF7cFzjmZAEzhfsB16s5P4hUqsEqvEKrHKcgwtL2BNVakLyAtYK2OJprBNrK7pJWRAU9gmVolVYpVYJVYXbHf3Zn/UQ/4e9BDNZvYp8JcJrM7iKYmVmZnZt+K/0RKrT/XhbxJvT/HCh+Gbu7bZYz9wTqzs6+jz0/xGi/fw1Hf4kJP1HWo+4Z7XrrU3VmOFRnvN9mX0yX3Cg3zXe3jUffUczUctXotLgfNx7eU1Vmi012xfZvbk8FCB1XUZ2M77wCqxSqwSq+GcwAv79tkmVllWmMGC4oXJfRd0c8yAJnDOpoL2BT2wui7vUadVaLTXbF9m88npE31lDm1s2lUd9+SFzTUtNS9grWg55lAjQmj9s+mNkAtKYJVY2dfZfHj6UO/PSnvkZnEptKs67skLm2taal7YXNNSc8AYKmuP/DyLu+ilWbYvo0+uHmSFB2Y168PiUmhXddyTFzbXtNS8sLmmpebQxjLrAy4FzmetD9Grs2xfRh9e5QovzqHGCqqVOmoOGAvbuVqrsMgLm2taag5tLNVXKGgC57PGQ7TZk+374PkBq2W5PweMwCqxSqwu2M73oUpdQFazfoTNwDmxSqzmuJdYXbBNrG4dzgs77nvO5uEogVVilViZfQL9Umo2s18If+TAyszMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzMzsPf79+z/6r2AO/E17FQAAAABJRU5ErkJggg==)

End of Scan
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